# Lesson 14 – Arrays

* One dimensional Arrays
* Basic Operations with arrays
* MAX – MIN item
* Linear search
* Binary search
* Sorting with Bubble Sort
* Sorting with Selection Sort

What students should know

![Χρονόμετρο με συμπαγές γέμισμα](data:image/png;base64,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)**4h**

A common problem in computer programming is managing a large amount of data. When a problem consists of 6-7 variables, it is easy to declare and use them. What happens when there is a need to use multiple similar data at the same time? For example, how can two hundred variables with names and grades be declared and how can a programmer manage so many data?

One of the solutions that computer science provides to said problem is the use of arrays. In general, the array term defines a set of data of the same type that is placed one after the other in computer memory. So, the developer can find them simply by moving from one location to another without specifying separate names.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| ***Grades*** | | 98 | 76 | 86 | 45 | 32 | 77 | 56 | 99 | 34 | 71 | 47 | 82 | 69 | 88 |
|  |  | 0 |  |  |  |  |  |  |  |  |  |  |  |  | 13 |

Picture 1 Array named "Grades" and 14 places for grades

In Picture 1 you can see an example array with 14 student grades in a lesson. All points are placed in continuous positions and there is only one name (Grade). The programmer, to refer to memory locations in a array, should just indicate its name and then type, in parentheses, the number of the cell in which the data they need is located. Thus, for example, to display the first element of the array, they simply type "Grades(0)" where 0 is the first position of the array.

### Declaring Arrays

An array is declared like other variables.

**Private** Grades(14) **As Int**

Here, Grades is the name of the array and the number in parentheses represents the number of positions in the array. Once an array is declared with a certain size, it cannot be changed within the code unless it is re-declared with a new size.

## Functions in arrays

### Insert items into an array.

To insert an item into an array, you only need to assign a value to the corresponding place in the array. E.g.

Grades(0) = 89

The process can continue the same way, but it is easier to create a repeating (loop) process to fill the array. In the case of the Grade array in B4X it could be:

**Private** Grades(14) **As Int**

**For** i = 0 **To** 13

Grades(i) = Rnd(1,100)

**Next**

The above code fills the array with random numbers from 1 to 100. Notice that the position measurement starts at number 0. The variable **i** identifies the position in the array as the loop iterates and is called the **INDEX** of the array. Moving the index i with a repeat command you can access each location in the array.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| ***Grades*** | | 89 |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  | | 🡹 |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  | I |  |  |  |  |  |  |  |  |  |  |  |  | 13 |

Picture 2 Insert items into a array

A second way to insert items into an array is as follows:

**Private** Grades()  **As Int**

Grades **= Array As Int**(19,43,12,65,23,87,45,65,87,23,56)

This size of the array is not specified in its statement, but during a fill by inserting items with the **Array command.**

It is obvious that you can have arrays of any type, for example strings, floats etc, but never mix up the types in an array.

### Display items in a array.

Using the Log command, you can easily print an item in a array or the entire array using one iteration.

**Log**(Grades(0)) ‘ Shows the 1st item of Array Grades

**For** i = 0 **to** 13

**Log**(i & “: “ & Grades(i))

**Next**

The example above starts an iteration that uses an index (i) to display the current index value of the array.

Attempting to use an out-of-bounds index leads to a collapse of the program, so it is very important that you pay attention to the use of indexes and array boundaries.

### Show items in reverse order

![](data:image/png;base64,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)The following code shows the array items from end to beginning:

**For** i = 13 **to** 0 **Step** -1

**Log**(i & “: “ & Grades(i))

**Next**

Generally, you can move your index as you want in a repeat to display or use any items in the array you want.

### Find Total and Average Array Items

The rules applicable to repetitive procedures for algorithmic techniques generally apply to arrays with few variations. Thus, the sum of the elements requires an extra variable that will hold the sum, which we usually call "sum", and a repeat in the array.

**Private** intSum  **As Int**  = 0

**Private fltAverage**  **as Float**

**For** i = 0 **to** 13

intSum **=**  intSum  **+**  Grades(i)

**Next**

fltAverage = intSum / 14

**Log**(intSum & fltAverage)

### Find Maximum and Minimum

Finding the maximum or minimum item of a array makes use of additional variables commonly called Max and Min, respectively. The first value in the array (here this is Grades) is set as the start value, and, then, the remaining values in the array are tested against this first value. If an element greater than Max (or less than Min) is found, Max (or Min) is replaced with the new item.

**Private** intMax, intMin  **As Int**

intMax = Grades(0)

intMin = Grades(0)

**For** i = 0 To 13

**If** intMax < Grades(i) **Then**

intMax = Grades(i)

**End If**

**If** intMin > Grades(i) **Then**

intMin = Grades(i)

**End If**

**Next**

**Log**("Max = " & intMax)

**Log**("Min = " & intMin)

## Search Algorithms

Searching for an item in an array refers to scanning it in search of an item that meets a specific condition.

In this unit, we will discuss serial and binary search algorithms.

### Serial Search

Serial searching is the easiest but also the slowest way to search. It involves scanning all items in a array to find the item being searched. The following code shows the positions in the array that contain the key value.

'Find all positions with key value

**For** i = 0 **To** 999

**If** Grades(i) = key  **Then**

**Log**("found in : " & i & "position")

**End If**

**Next**

When it is necessary to get the first location in which a specified value is found, a logical variable (found) should be declared, the value of which we will reverse if the item is found.

**Private** found **As Boolean** = False

i = 0

**Do While Not** (found) **And** i <= 999

**If** Grades(i) = key  **Then**

**Log**("found in : " & i & "position")

found = True

**End If**

i = i + 1

**Loop**

**If Not(**found)  **then**

**Log**(“Not found”)

**End If**

### Binary Search

Binary Search applies only to sorted arrays. The basic philosophy of the method includes examining the middle value. If the item, we are looking for is smaller than the central one then the search continues on the upper half of the array. Contrarywise, if it is greater, the bottom half is searched. In the following example, there is an array containing Grades with 10 values sorted in ascending order.

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Binary Search** | | | | | | | | | |
| key value = 80 | | | | | | | | | |
| *1* | 47 | 🡨Up | 47 |  | 47 |  | 47 |  |  |
| *2* | 58 |  | 58 |  | 58 |  | 58 |  |  |
| *3* | 62 |  | 62 |  | 62 |  | 62 |  |  |
| *4* | 69 |  | 69 |  | 69 |  | 69 |  |  |
| *5* | 74 | 🡨Cent | 74 |  | 74 |  | 74 |  |  |
| *6* | 79 |  | 79 | 🡨Up | 79 | 🡨Up, Cent | 79 |  |  |
| *7* | 80 |  | 80 |  | 80 | 🡨Bot | 80 | 🡨Up, Cent, Bot |  |
| *8* | 83 |  | 83 | 🡨Cent | 83 |  | 83 |  |  |
| *9* | 88 |  | 88 |  | 88 |  | 88 |  |  |
| *10* | 95 | 🡨Bot | 95 | 🡨Bot | 95 |  | 95 |  |  |
|  | 1 |  | 2 |  | 3 |  | 4 |  |  |

1. Initially the first and last cell of the array are entered in the Top and Bot variables. The center of the array is then determined as the quotient of the integer division (Top+Bot)/2.
2. Check the Grades(Cent) with key and if it is smaller, the Bot is transferred above the Cent. Otherwise, the Top is transferred below the Cent.
3. Repeat the steps above until the item is found or Top location to be larger than the Bot.

### Sort

There are several sorting algorithms in an array that you can use. In this unit, we will discuss Bubble and Selection Sort.

#### Bubble sorting

Bubble sorting is a simple sorting algorithm that repeatedly steps through the array, compares adjacent elements, and swaps them if they are in the wrong order. The pass through the list is repeated until the array is sorted. The algorithm, which is a comparison sort, is named for the way smaller or larger elements "bubble" to the top of the list.

Example Bubble Sort

An array named Grades with 5 integer grades is given.

**Private** Grades() **As Int**

Grades = Array As Int(65,12,19,43,23)

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 1st Pass | | | | | | | | | | | | |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 1 | 65 |  | 65 |  | 65 |  | 65 |  | 65 | 🡨 k-1 | 12 |  |
| 2 | 12 |  | 12 |  | 12 |  | 12 | 🡨k-1 | 12 | 🡨K | 65 |  |
| 3 | 19 |  | 19 |  | 19 | 🡨k-1 | 19 | 🡨K | 19 |  | 19 |  |
| 4 | 43 |  | 43 | 🡨k-1 | 23 | 🡨K | 23 |  | 23 |  | 23 |  |
| 5 | 23 | 🡨 K | 23 | 🡨 K | 43 |  | 43 |  | 43 |  | 43 |  |
|  |  |  | 1 |  | 2 |  | 3 |  | 4 |  |  |  |

Initially, the algorithm starts from the last position of the array and compares sequentially with the previous

1. The first comparison is made with the values of cells 5, 4 where Grades(5) is less than Grades(4) and thus the two cells swap values.
2. The next step compares cells 4 and 3 where Grades(4) is not smaller than Grade(3) and does not change anything in the array.
3. For positions 3 and 2 the values in the array do not change either.
4. And in the last step, the 2nd to the 1st position is compared and a swap occurs again.

The first pass is implemented with the following code.

**Private** Grades()  **As** Int

**Private** temp **As Int**

Grades = **Array As Int**(19,43,12,65,23)

**For** k = 4 **To** 1 **Step** -1

**If** Grades(k) **<** Grades(k-1) **Then**

temp **=** Grades(k)

Grades(k) **=** Grades(k-1)

Grades(k-1) **=** temp

**End If**

**Next**

The smallest item has been transferred to the top of array.

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 2nd Pass | | | | | | | | | | | | |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 1 | 12 |  | 12 |  | 12 |  | 12 |  | 12 |  |  |  |
| 2 | 65 |  | 65 |  | 65 |  | 65 | 🡨k-1 | 19 |  |  |  |
| 3 | 19 |  | 19 |  | 19 | 🡨k-1 | 19 | 🡨K | 65 |  |  |  |
| 4 | 23 |  | 23 | 🡨k-1 | 23 | 🡨K | 23 |  | 23 |  |  |  |
| 5 | 43 | 🡨 K | 43 | 🡨 K | 43 |  | 43 |  | 43 |  |  |  |
|  |  |  | 1 |  | 2 |  | 3 |  |  |  |  |  |

In the second pass through the array, the same procedure is performed except that the loop counter size must be one less than the size of the previous pass.

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 3rd Pass | | | | | | | | | | | | |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 1 | 12 |  | 12 |  | 12 |  | 12 |  |  |  |  |  |
| 2 | 19 |  | 19 |  | 19 |  | 19 |  |  |  |  |  |
| 3 | 65 |  | 65 |  | 65 | 🡨k-1 | 23 |  |  |  |  |  |
| 4 | 23 |  | 23 | 🡨k-1 | 23 | 🡨K | 54 |  |  |  |  |  |
| 5 | 43 | 🡨 K | 43 | 🡨 K | 43 |  | 43 |  |  |  |  |  |
|  |  |  | 1 |  | 2 |  |  |  |  |  |  |  |

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 4rth Pass | | | | | | | | | | | | |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 1 | 12 |  | 12 |  | 12 |  |  |  |  |  |  |  |
| 2 | 19 |  | 19 |  | 19 |  |  |  |  |  |  |  |
| 3 | 23 |  | 23 |  | 23 |  |  |  |  |  |  |  |
| 4 | 54 |  | 54 | 🡨k-1 | 43 |  |  |  |  |  |  |  |
| 5 | 43 | 🡨 K | 43 | 🡨 K | 54 |  |  |  |  |  |  |  |
|  |  |  | 1 |  |  |  |  |  |  |  |  |  |

Passes continue until the classification of the array is completed. Notice that each time fewer positions are checked since at each pass the smallest one rises to the surface (bubbles upwards).

Generally, these passages are as large as the size of the array -1. In the example for an array of 5 items, 4 passes were made. The completed code is as follows:

**Private** Grades() **As** Int

**Private** temp **As Int**

Grades = **Array As Int**(19,43,12,65,23)

**For** i = 1 **to** 4 ‘i counts the different pass

**For** k = 4 **To** i  **Step** -1

**If** Grades(k) **<** Grades(k-1) **Then**

temp **=** Grades(k)

Grades(k) **=** Grades(k-1)

Grades(k-1) **=** temp

**End If**

**Next**

**Next**

#### Selection Sort

The algorithm divides the array list into two parts: a sorted part of items which is built up from left to right at the front (left) of the array and a subarray of the remaining unsorted items that occupy the rest of the array. The algorithm proceeds by finding the smallest (or largest, depending on sorting order) element in the unsorted subarray, exchanging (swapping) it with the leftmost unsorted element (putting it in sorted order).

Implemented according to the steps below

1. Select the minimum item
2. Exchange of the minimum with the first item
3. Repeat steps 1 and 2 for the rest of the array items

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | | | | | | | | | | | | | | | | |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| 1 | 65 |  | 65 | Swap | 12 |  | 12 |  | 12 |  | 12 |  | 12 |  | 12 |  |
| 2 | 12 | 🡨Min | 12 | 65 |  | 65 | Swap | 19 |  | 19 |  | 19 |  | 19 |  |
| 3 | 19 |  | 19 |  | 19 | 🡨Min | 19 | 65 |  | 65 | Swap | 23 |  | 23 |  |
| 4 | 43 |  | 43 |  | 23 |  | 23 |  | 23 | 🡨Min | 23 | 65 |  | 65 | Swap |
| 5 | 23 |  | 23 |  | 43 |  | 43 |  | 43 |  | 43 |  | 43 | 🡨Min | 43 |
|  | 1 |  | 2 |  | 1 |  | 2 |  | 1 |  | 2 |  | 1 |  | 2 |  |

**Private** Grades() **As Int**

Grades = **Array As Int**(65,12,19,43,23)

**Private** intMin, intMinPos  **As Int**

**For** k = 0 **To** 4

intMin = Grades(k)

intMinPos = k

**For** i = k **To** 4 ‘Find the minimum from position k to 5th

**If** intMin > Grades(i) **Then**

intMin = Grades(i)

intMinPos = i

**End If**

**Next**

Grades(intMinPos) = Grades(k)

Grades(k) = intMin

**Next**

## Exercises

* 1. Type a program that fills an array named **A(**50) with random integers from 1 to 100.
  2. Calculate and display the sum of array A(50) in even positions.
  3. If the sum of the first 25 positions in the array is equal to the sum of the last 25 items, show the message "Equal totals".
  4. If A(1)=A(50), A(2)=A(49), A(3)=A(48)... A(25)=A(26), then displayed the message "Array symmetrical"
  5. Find the maximum value and the locations of the array that it is located in.
  6. Create a subprogram that sorts Array A
  7. Create a subprogram that accepts an array and an integer and applies binary search for that number to the array. Finally, return the location where the number was found or 0.
  8. Using the two previous subprograms, sort array A, and then search for item 67 and display appropriate messages whether it was found or not.
  9. The average temperature per day for one year is stored in an array Temperature(365). If you consider these temperatures to be integer values between 1 and 40 oC, find and display the frequency of each temperature.
  10. In the previous array **Temperature** find the second highest temperature of the year.